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# Vend

## Create GitHub vend-kata repository

1. In Chrome Browser, navigate to https://github.com/brotherbill, my Github account.

2. Click on Repositories (7)

3. Click on New Button, near top right

4. Fill in Repository name as: vend-kata

Check [x] Initialize this repository with a README

5. ![](data:image/png;base64,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)

6. Click: Create repository button

Resulting URL is: https://github.com/brotherbill/vend-kata

## Create Blank Solution

Open Visual Studio 2017, but don't create or open and Solutions or Projects yet.

**Clone from Github**

a. Team Explorer | Connect | Local Git Repositories

Click Clone

Textbox 1: https://github.com/brotherbill/vend-kata

Textbox 2: F:\dev\tutorials\VendKata

[x] Recursively Clone Submodules

Click Clone

**Add Blank Solution VendKata**

Name: VendKata

Location: F:\dev\tutorials

Solution: Create new solution

Solution name: VendKata

[x] Create directory for solution

[ ] Create new Git repository

Click OK.

**Commit local chnages**

Team Explorer | Changes

Commit Message: Add Blank Solution VendKata.

Click Commit All

**Push changes to Github**

Team Explorer | Sync

In Outgoing Commits (1)

Click Push

## Add Projects

Add New Project | Console App (.NET Core)

Name: VendApp

Add New Project | Test | xUnit Test Project (.NET Core)

Name VendAppTest

Add Reference VendApp to VendAppTest

Commit changes locally

Team Explorer | Changes

Commit Message: Added projects

Click Commit All

To push to Github,

Team Explorer | Sync | Outgoing Commits (1)

Click Push

## Accept Counts Kata

We will accept valid coins (5, 10, 25) and reject other coins (1, 50, 100, etc.)

Coins must be American, not Canadian, or other foreign country.

A real mint coin has composition, such as Cupro-Nickel, Weight, Diameter, Thickness, Edge and No. of Reeds

Our fictitious vending machine uses two factors to determine coin validity, ignoring Composition, Thickness and Edge.

A real machine would likely examine those factors.

Our ficticious vending machine will ignore malicious activity, such as tilting machine, putting bubble gum in coin slot,

hitting with a sledge hammer, etc.A real machine might sound an alarm.

A mint nickel

1. weighs 5.000g  
 2. diameter 21.21 mm

However coins are circulated, get dirt on them, and gradually lose material due to scratched, scuffs, etc.  
So our machine uses this grid to detect whether a coin is valid

Nickel Dime Quarter

--------------- ----------------- -----------------------

Weight Min 4.990g 2,250g 5.660g  
Weight Max 5.020g 2.280g 5.680g

Diameter Min 21.10mm 17.70mm 24,10mm  
Diameter Max 21.30mm 18.00mm 25.40mm

The vending machine has sensors for coin weight and coin diameter  
To be valid, a nickel, dime or quarter coin must:

1. be within a low weight and a high weight, including endpoints.

2. have diameter between a minimum and maximum diameter, including endpoints

For example,

Happy Path: dime: weight = 2,26178 diameter = 17.7531  
Happy Path: other: weight = 4.990g diameter = 18.00mm (slug: weight of nickel, diameter of quarter)

Happy Path: other: weight = 10g, diameter = 10mm (slug)

Test cases:  
 1. Coin detected

a. Test each of five cases for each valid coin:  
 less than Min, Min, between Min and Max, Max, greater than max. (between excludes min and max)

b. For each valid coin, must pass both weight test and diameter test.

### TDD Flow

1. Write first case, without writing any code.

[Should\_Detect\_A\_Nickel](#Should_Detect_Nickel)

2. Create Test case [Should\_Detect\_A\_Nickel](#Should_Detect_Nickel)

Fails to compile, due to actual function not written yet.

3. Next step is to make Should\_Detect\_Nickel pass.

4. Write CoinDetector.CoinValue, returning hardcoded 5 to make test pass

Whoopie, we have our first passing test.

Next test with [AcceptAccountsKataTest.cs 2](#CoinDetector_2_cs) is to detect a dime.   
 The nickel test still passes, but the dime test fails, as the result is always a nickel.  
 This one will require real code.

3. Create StandardCoinMetrics class

Doing Test After.

Do commit: Add Coin Detection

4. Next test it. Will test some cases, not every possible case.

a. Returning to test Should\_Detect\_A\_Dime(). Success.

b. Test Should\_Detect\_A\_Quarter(). Success.

c. Test Should\_Detect\_A\_Slug()

#### Should\_Detect\_A\_Nickel

This was written, but will not compile, as CoinDetector.CoinValue has not been written yet.

using System;

using Xunit;

namespace Test

{

/\* weight is in grams

\* diameter is in millimeters

\*/

public class CoinTests

{

[Fact]

public void Should\_Detect\_A\_Nickel()

{

// Arrange

float weight = 5.02f;

float diameter = 21.1f;

// Act

int actualCoin = CoinDetector.CoinValue(weight, diameter);

// Assert

Assert.Equal(5, actualCoin);

}

}

}

#### AcceptAccountsKataTest.cs 1

using VendApp;

using Xunit;

namespace VendAppTest

{

public class UnitTest1

{

[Fact]

public void Should\_Detect\_A\_Nickel()

{

// Arrange

float weight = 5.02f;

float diameter = 21.1f;

// Act

int actualCoin = CoinDetector.CoinValue(weight, diameter);

// Assert

Assert.Equal(5, actualCoin);

}

}

}

#### AcceptAccountsKataTest.cs 2

using VendApp;

using Xunit;

namespace VendAppTest

{

public class AcceptAccountsKataTest

{

[Fact]

public void Should\_Detect\_A\_Nickel()

{

// Arrange

float weight = 5.02f;

float diameter = 21.1f;

// Act

int actualCoin = CoinDetector.CoinValue(weight, diameter);

// Assert

Assert.Equal(5, actualCoin);

}

[Fact]

public void Should\_Detect\_A\_Dime()

{

// Arrange

float weight = 2.25f;

float diameter = 18.0f;

// Act

int actualCoin = CoinDetector.CoinValue(weight, diameter);

// Assert

Assert.Equal(10, actualCoin);

}

}

}

## Select Product Kata

There are three products

$1.00 cola

$0.50 chips

$0.65 candy

Case 1. Buy chips  
 User first select product, then enters coins to pay for it.  
 At Start, Display will display "SELECT PRODUCT"

After selecting product,

Display will toggle "PRICE <balance due>" for two seconds,

then "PAID <amount paid>" for two seconds,

then "INSERT COIN" for two seconds.

Once paid for, Display will display "THANK YOU" for two seconds, then display "SELECT PRODUCT". Machine keeps the change.

Any coins added while SELECT PRODUCT is displayed are kept by vending machine.  
 Any unrecognized coins are also kept by vending machine.

After selecting a product and possibly adding coins, if the user pushes button for another product,

If paid for, goes to step (e) and dispenses chips, thanks, and resets.

If not paid for, then Display toggles every two seconds with "PRICE $#.##", then "PAID $#.##", then "INSERT COIN"  
 The coins already entered are used to pay for new product.

a. Display starts with "SELECT PRODUCT".   
 SelectedProduct is null. Price is 0, AmountPaid is 0.  
 BalanceDue = Price - AmountPaid = 0.

b. User presses Chips button.   
 Sets Start Time with mock.

Display toggles every two seconds with "PRICE $0.50" first, then "INSERT COIN"  
 SelectedProduct is Chips. Price is 0.50, AmountPaid is 0.  
 BalanceDue = Price - AmountPaid = 0.

c. User enter 25 cents. Display toggles every two seconds with "PRICE $0.50" then "PAID $0.25" then "INSERT COIN"

d. User enter 10 cents. Display toggles every two seconds with "PRICE $0.50" then "PAID $0.35" then "INSERT COIN"

e. User enter 25 cents. Machine dispenses Chips  
 Display displays "THANK YOU" for two seconds, then resets to step (a). Machine keeps the change.

## Return Coins Kata

This adds to our vending machine the ability to return money paid before paying for selected product.

Pressing Refund button also resets the machine to No Product Selected.

Case 1: Return coins added before selecting product.

Machine tracks coins added before selecting product, and returns them when Refund button pressed.

Case 2: Return coins added after selecting product, but before fully paying for it.

Machine keeps coins added before selecting product, but tracks coins added after selecting product.  
 Return those coins when Refund button pressed.

## Sold Out Kata

The machine tracks the loaded count of each product.

After each sale, it decrements in-stock count of that product.

Pressing a button for out-of-stock product displays

"SOLD OUT" for two seconds, then "PAID $#.##", then "SELECT PRODUCT"

If all products are sold out, then displays "SOLD OUT" and refunds money.

This way, user doesn't have to press every button.

## Exact Change Only Kata

The machine will be loaded with change (nickels and dimes) when re-stocking.  
But if enough customers need change, it could run out of nickels or dimes.

The machine will display "EXACT CHANGE ONLY" instead of "INSERT COIN" when out of sufficient change.

To make change, the machine needs at least these possibilities to return 5, 10, 15 or 20 cents.

4 nickels or (1 dime and 2 nickels) or (2 dimes and 1 nickel)

When machine is unable to make exact change, overpaying will result in refund.